**Лабораторная работа №10. Бинарные деревья**

**Вариант 10**

Условие:

Написать функцию, которая записывает в файл G элементы дерева поиска Т в порядке их возрастания.

Код:

#include "stdafx.h"

#include <iostream>

#include "fstream"

#pragma warning(disable:4703)

#define TRUE 1

#define FALSE 0

int sch;

using namespace std;

struct node

{ int Key;

int Count;

node \*Left;

node \*Right;

};

node \*Tree; //Указатель на корень дерева

node \*Res; //Указатель на найденную вершину

int B; //Признак нахождения вершины в дереве

fstream file;

node\*\* GetTree()

{

return &Tree;

}

void Search (int x, node \*\*p) //Поиск звена x

{ if (\*p == NULL) //\*p - указатель на вершину

{ \*p = new(node);

(\*\*p).Key = x;

(\*\*p).Count = 1;

(\*\*p).Left = (\*\*p).Right = NULL;

}

else if(x<(\*\*p).Key)

Search (x, &((\*\*p).Left));

else if (x>(\*\*p).Key) Search (x, &((\*\*p).Right));

else (\*\*p).Count += 1;

}

void BuildTree () //Построение бинарного дерева

{ int el;

cout<<"Введите ключи вершин дерева: (если закончить - 0)\n"; cin>>el;

while (el != 0)

{ Search (el, &Tree); cin>>el; }

}

void Vyvod (node \*\*w, int l) //Вывод на экран

{ int i;

if (\*w != NULL) //\*w - указатель на корень

{ Vyvod (&((\*\*w).Right), l + 1);

for (i = 1; i <= l; i++) cout<<" ";

cout<<(\*\*w).Key<<endl;

Vyvod (&((\*\*w).Left), l + 1);

}

}

int Poisk (int k) //Поиск вершины с ключом k

{ node \*p,\*q; B = FALSE; p = Tree;

if (Tree != NULL)

do

{ q = p;

if ((\*p).Key == k) B = TRUE;

else { q = p; if (k < (\*p).Key) p = (\*p).Left; else p = (\*p).Right; }

} while (!B && p != NULL);

Res = q;

return B;

}

void Addition (int k) //Добавление звена k

{ node \*s; Poisk (k);

if (!B)

{ s = new(node);

(\*s).Key = k; (\*s).Count = 1;

(\*s).Left = (\*s).Right = NULL;

if (Tree == NULL) Tree = s;

else if (k<(\*Res).Key) (\*Res).Left = s;

else (\*Res).Right = s;

}

else (\*Res).Count += 1;

}

void obxod(node\*e)

{

if(e!=NULL)

{

obxod(e->Left);

file<<e->Key<<" ";

obxod(e->Right);

}

}

void main ()

{ setlocale (LC\_CTYPE, "Russian");

int el;

do{

cout<<"1-Создать дерево\n";

cout<<"2-Поиск вершины в дереве\n";

cout<<"3-Ввод ключа добавляемой вершины\n";

cout<<"4-Запись в файл в порядке возрастания\n";

cout<<"0-Выход\n";

cin>>sch;

switch (sch)

{

case 0:break;

case 1:BuildTree ();

Vyvod(&Tree, 0);

break;

case 2: cout<<"\nВведите вершину которую нужно найти: ";

cin>>el;

if (Poisk (el)) cout<<"В дереве есть такая вершина!\n";

else cout<<"В дереве нет такой вершины!\n";

break;

case 3: cout<<"Введите ключ добавляемой вершины: ";

cin>>el;

Addition (el);

Vyvod (GetTree(), 0);

break;

case 4:file.open("file.txt");

obxod(Tree);

file.close();break;

}

}while(sch!=0);

}

Cкриншот:

![](data:image/png;base64,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)